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**Задание**

Создать приложение, реализующее основную функциональность списков, стеков, очередей на основе связных списков и сравнение производительности с теми же функциональными элементами, основанными на динамических массивах, в соответствии с индивидуальным заданием.

**Вариант 1**

1. Очередь на основе двусвязного списка. Операции помещения и удаления элемента.
2. Стек на основе двусвязного списка. Операции протолкнуть и вытолкнуть.
3. Двусвязный список. Операции поиска элемента, добавления элемента в конец.

**Теоретическая часть**

Список – одна из составных структур данных. Список – динамический последовательный набор однотипных элементов, появились именно для хранения динамических наборов, это понятие тесно связано с динамической памятью и указателями.

**Различия между списками и динамическими массивами:**

1. Массивы записаны в памяти последовательно. Элементы списка могут располагаться в произвольном порядке, со свободными ячейками памяти между ними.
2. В массиве можно легко обратиться к любому элементу по индексу. Список – структура строго последовательного доступа.
3. В массиве отсутствуют ссылки элементов друга на друга, в списке они есть и занимают заметное количество памяти (накладные расходы менеджера памяти).
4. При добавлении или удалении элемента массив надо переформировать целиком. В списке надо изменить всего лишь пару указателей.

Массивы рационально применять для сравнительно небольших, не часто изменяющихся наборов данных малого размера. Списки – для больших элементов, большого набора и подверженного частым изменениям. Списки могут применяться при работе с данными строго последовательного доступа.

Для получения времени работы функции можно использовать функцию **GetTickCount,** она возвращает кол-во миллисекунд с момента загрузки системы, удобна для измерения небольших непрерывных интервалов времени. Для очень маленьких и очень больших она неприменима. Точность составляет – от 16 мс, до 49.7 суток.

Для реализации структур на основе массивов и структур на основе связных списков будем использовать стандартные шаблоны из **System.Collections.Generic**.

List<SmallData> SmallList = new List<SmallData>();

LinkedList<LargeData> LargeLinkedList = new LinkedList<LargeData>();

**О́чередь** — абстрактный тип данных с дисциплиной доступа к элементам «первый пришёл — первый вышел» (FIFO, First In — First Out). Добавление элемента (принято обозначать словом **enqueue** — поставить в очередь) возможно лишь в конец очереди, выборка — только из начала очереди (что принято называть словом **dequeue** — убрать из очереди), при этом выбранный элемент из очереди удаляется.

**Стек** (англ. stack — стопка; читается стэк) — абстрактный тип данных, представляющий собой список элементов, организованных по принципу LIFO (англ. last in — first out, «последним пришёл — первым вышел»).

Чаще всего принцип работы стека сравнивают со стопкой тарелок: чтобы взять вторую сверху, нужно снять верхнюю.

В цифровом вычислительном комплексе стек называется магазином — по аналогии с магазином в огнестрельном оружии (стрельба начнётся с патрона, заряженного последним).

**Алгоритм решения задачи**

1. Создадим простейшую форму с одной кнопкой для исполнения всех измерений.
2. Все измерения будем проводить в цикле 25 000 раз и с максимальным объектом в 256 кб данных, чтобы не возникало конфликтов с системой и запускалось на любой компьютере.
3. Создаем в небезопасном коде структуру данных, хранящую либо 16 бит информации, либо 256 кб.
4. Используя встроенные типы Стек, Очередь и Связный список и их методы для добавления поиска и удаления элементов, провожу замеры времени.
5. Вывод на экран времени, затраченного на обработку большой структуры и маленькой.

**Тестирование**

![](data:image/png;base64,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)

**Заключение**

В заключении, хочется сказать, что данные знания очень полезны в практическом ключе. Так как часто приходится выбирать, в какой структуре данных хранить свои однотипные элементы (например, в списке или в массиве).

**Исходный код**

|  |
| --- |
| using System; |
|  | using System.Collections.Generic; |
|  | using System.ComponentModel; |
|  | using System.Data; |
|  | using System.Drawing; |
|  | using System.Linq; |
|  | using System.Text; |
|  | using System.Threading.Tasks; |
|  | using System.Windows.Forms; |
|  |  |
|  | namespace laba7\_rightWay |
|  | { |
|  | public partial class Form1 : Form |
|  | { |
|  | public Form1() |
|  | { |
|  | InitializeComponent(); |
|  | } |
|  |  |
|  | public class Node |
|  | { |
|  | public Node next; |
|  | public Node prev; |
|  | public Object data; |
|  | } |
|  |  |
|  | public class DoubleLinkedList |
|  | { |
|  | private Node firstNode; |
|  | private Node lastNode; |
|  |  |
|  | public void AddAfter(Node node, Node newNode) |
|  | { |
|  | newNode.prev = node; |
|  | if (node.next == null) |
|  | { |
|  | newNode.next = null; |
|  | lastNode = newNode; |
|  | } |
|  | else |
|  | { |
|  | newNode.next = node.next; |
|  | node.next.prev = newNode; |
|  | } |
|  | node.next = newNode; |
|  | } |
|  |  |
|  | public void AddBefore(Node node, Node newNode) |
|  | { |
|  | newNode.next = node; |
|  | if (node.prev == null) { |
|  | newNode.prev = null; |
|  | firstNode = newNode; |
|  | } |
|  | else |
|  | { |
|  | newNode.prev = node.prev; |
|  | node.prev.next = newNode; |
|  | } |
|  | node.prev = newNode; |
|  | } |
|  |  |
|  | public void AddFirst(Node newNode) |
|  | { |
|  | if (firstNode == null) |
|  | { |
|  | firstNode = newNode; |
|  | lastNode = newNode; |
|  | newNode.prev = null; |
|  | newNode.next = null; |
|  | } |
|  | else |
|  | AddBefore(firstNode, newNode); |
|  | } |
|  |  |
|  | public void AddLast(Node newNode) |
|  | { |
|  | if (lastNode == null) |
|  | AddFirst(newNode); |
|  | else |
|  | AddAfter(lastNode, newNode); |
|  | } |
|  |  |
|  | public void Remove(Node node) |
|  | { |
|  | if (node.prev == null) |
|  | firstNode = node.next; |
|  | else |
|  | node.prev.next = node.next; |
|  | if (node.next == null) |
|  | lastNode = node.prev; |
|  | else |
|  | node.next.prev = node.prev; |
|  | } |
|  |  |
|  | public Node Find(Node node) |
|  | { |
|  | Node firstNodeCopy = firstNode; |
|  | for (; firstNodeCopy != null && !firstNodeCopy.data.Equals(node.data); firstNodeCopy = firstNodeCopy.next) ; |
|  | return firstNodeCopy; |
|  | } |
|  |  |
|  | public void Clear() |
|  | { |
|  | firstNode = null; |
|  | lastNode = null; |
|  | } |
|  |  |
|  | public Node LastElement() => lastNode; |
|  |  |
|  | public Node FirstElement() => firstNode; |
|  |  |
|  | public int Count() |
|  | { |
|  | int count = 0; |
|  | Node firstNodeCopy = firstNode; |
|  | for (; firstNodeCopy != null; firstNodeCopy = firstNodeCopy.next, count++); |
|  | return count; |
|  | } |
|  |  |
|  | public Node ElementAt(int index) |
|  | { |
|  | Node firstNodeCopy = firstNode; |
|  | for (; firstNodeCopy != null && index > 0; firstNodeCopy = firstNodeCopy.next, index--); |
|  | return firstNodeCopy; |
|  | } |
|  |  |
|  | public List<Object> ToList() |
|  | { |
|  | Node firstNodeCopy = firstNode; |
|  | List<Object> result = new List<Object>(); |
|  | while (firstNodeCopy != null) |
|  | { |
|  | result.Add(firstNodeCopy.data); |
|  | firstNodeCopy = firstNodeCopy.next; |
|  | } |
|  | return result; |
|  | } |
|  | } |
|  |  |
|  | public class LinkedStack |
|  | { |
|  | private DoubleLinkedList stack = new DoubleLinkedList(); |
|  |  |
|  | public void Push(Object item) |
|  | { |
|  | stack.AddLast(new Node() { data = item }); |
|  | } |
|  |  |
|  | public Object Pop() |
|  | { |
|  | Object item = Peek(); |
|  | if ((Node)item != null) |
|  | { |
|  | stack.Remove((Node)item); |
|  | return item; |
|  | } |
|  | else |
|  | return null; |
|  | } |
|  |  |
|  | public void Clear() => stack.Clear(); |
|  |  |
|  | public Object Peek() => stack.LastElement(); |
|  |  |
|  | public List<Object> ToList() => stack.ToList(); |
|  |  |
|  | public int Count() => stack.Count(); |
|  | } |
|  |  |
|  | public class LinkedQueue |
|  | { |
|  | private DoubleLinkedList list = new DoubleLinkedList(); |
|  |  |
|  | public void Enqueue(Object item) |
|  | { |
|  | list.AddLast(new Node() { data = item }); |
|  | } |
|  |  |
|  | public Object Dequeue() |
|  | { |
|  | Object item = list.FirstElement(); |
|  | if ((Node)item != null) |
|  | { |
|  | list.Remove((Node)item); |
|  | return item; |
|  | } |
|  | else |
|  | return null; |
|  | } |
|  |  |
|  | public void Clear() => list.Clear(); |
|  |  |
|  | public List<Object> ToList() => list.ToList(); |
|  |  |
|  | public int Count() => list.Count(); |
|  | } |
|  |  |
|  | unsafe struct SmallData |
|  | { |
|  | public fixed byte a[16]; |
|  | } |
|  |  |
|  | unsafe struct LargeData |
|  | { |
|  | public fixed byte a[25600]; |
|  | } |
|  |  |
|  |  |
|  |  |
|  | public int Test(Action<int> func, int amountIter = 25000) |
|  | { |
|  | int time = Environment.TickCount; |
|  |  |
|  | for (var i = 0; i < amountIter; i++) |
|  | { |
|  | func(0); |
|  | } |
|  |  |
|  | return Environment.TickCount - time; |
|  | } |
|  |  |
|  | DoubleLinkedList list = new DoubleLinkedList(); |
|  | LinkedStack stack = new LinkedStack(); |
|  | LinkedQueue queue = new LinkedQueue(); |
|  |  |
|  | private void button1\_Click(object sender, EventArgs e) |
|  | { |
|  | listBox1.Items.Insert(0, String.Format("Enqueue: small data: {0} ms, big data: {1} ms", |
|  | Test(x => |
|  | { |
|  | SmallData data = new SmallData(); |
|  | queue.Enqueue(data); |
|  | }).ToString(), |
|  | Test(x => |
|  | { |
|  | LargeData data = new LargeData(); |
|  | queue.Enqueue(data); |
|  | }).ToString() |
|  | )); |
|  | } |
|  |  |
|  | private void button2\_Click(object sender, EventArgs e) |
|  | { |
|  | listBox1.Items.Insert(0, String.Format("Dequeue: {0} ms", |
|  | Test(x => |
|  | { |
|  | queue.Dequeue(); |
|  | }).ToString() |
|  | )); |
|  | } |
|  |  |
|  | private void button3\_Click(object sender, EventArgs e) |
|  | { |
|  | listBox1.Items.Insert(0, String.Format("Push: small data: {0} ms, big data: {1} ms", |
|  | Test(x => |
|  | { |
|  | SmallData data = new SmallData(); |
|  | stack.Push(data); |
|  | }).ToString(), |
|  | Test(x => |
|  | { |
|  | LargeData data = new LargeData(); |
|  | stack.Push(data); |
|  | }).ToString() |
|  | )); |
|  | } |
|  |  |
|  | private void button4\_Click(object sender, EventArgs e) |
|  | { |
|  | listBox1.Items.Insert(0, String.Format("Pop: {0} ms", |
|  | Test(x => |
|  | { |
|  | stack.Pop(); |
|  | }).ToString() |
|  | )); |
|  | } |
|  |  |
|  | private void button5\_Click(object sender, EventArgs e) |
|  | { |
|  | list.Clear(); |
|  | Test(x => |
|  | { |
|  | SmallData data = new SmallData(); |
|  | list.AddFirst(new Node() { data = data }); |
|  | LargeData data1 = new LargeData(); |
|  | list.AddLast(new Node() { data = data1 }); |
|  | }); |
|  |  |
|  | listBox1.Items.Insert(0, String.Format("Find: small data: {0} ms, big data (2500 iter): {1} ms", |
|  | Test(x => |
|  | { |
|  | SmallData data = new SmallData(); |
|  | list.Find(new Node() { data = data }); |
|  | }).ToString(), |
|  | Test(x => |
|  | { |
|  | LargeData data = new LargeData(); |
|  | list.Find(new Node() { data = data }); |
|  | }, 2500).ToString() |
|  | )); |
|  | } |
|  |  |
|  | private void button6\_Click(object sender, EventArgs e) |
|  | { |
|  | list.Clear(); |
|  | listBox1.Items.Insert(0, String.Format("AddLast: small data: {0} ms, big data: {1} ms", |
|  | Test(x => |
|  | { |
|  | SmallData data = new SmallData(); |
|  | list.AddLast(new Node() { data = data }); |
|  | }).ToString(), |
|  | Test(x => |
|  | { |
|  | LargeData data = new LargeData(); |
|  | list.AddLast(new Node() { data = data }); |
|  | }).ToString() |
|  | )); |
|  | } |
|  | } |
|  | } |